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**Course: Program: Due Date Type:**

**Data Structures**

**BS(CS)**

**23-Nov-2022 at 11:59pm Assignment 5**

**Course: CS 2001**

**Semester: Fall 2022**

**Total Marks: 40**

## Important Instructions:

1. Submit your code in separate file named as your roll number.

2. You are not allowed to copy solutions from other students. We will check your code for plagiarism using plagiarism checkers. If any sort of cheating is found, negative marks will be given to all students involved.

3. Late submission is not allowed.

**Question 1: [Marks: 20]**

An interval heap is a binary heap in which each node contains two elements (except the last node). It is a complete binary tree in which:

* The left element is less than or equal to the right element.
* Both the elements define a closed interval.
* Interval represented by any node except the root is a sub-interval of the parent node.
* Elements on the left hand side define a min heap.
* Elements on the right hand side define a max heap.

Below is an example of interval heap with 26 elements where interval [3, 17] is a sub-interval of its parent node i.e. [2, 30]
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Sample Interval Heap

Corresponding Min and Max Heap

Every update operation (insert or delete) must preserve all the properties mentioned above. A new node is created in the Insertion operation if number of elements in the heap is even and no new node is created if number of elements in the heap are odd. For example if we want to insert the element 40 in the heap given in Figure 1 then resulting heap should be as follows:

![](data:image/png;base64,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)

Consider the following definition of class IntervalHeap.

class IntervalHeap{

int hsize; //number of elements in heap;

int maxsize; //size of the array

int \*\*h;

public:

IntervalHeap(int s=100){

maxsize = s; hsize = 0;

h = new int\*[2];

h[0] = new int[maxsize];//store the lower end of closed interval h[1] = new int[maxsize];//store the higher end of closed interval

};

# You are required to implement the following:

# Write a function *Insert(int d)* in class IntervalHeap that inserts data element d in the interval heap.

# Similarly give the implementation of update, delete and display member functions for the interval heap class.

**Question 2: (HashMap with Linear Probing) [Marks :20]**

Implement a HashItem struct which represents an item in a hash array.

template <class v>

struct HashItem

{

int key;

v value;

short status;

};

status variable can have 0, 1 or 2. 0 means empty, 1 means deleted, 2 means occupied. Status variable will be used by get and delete methods of HashMaps implemented in the next questions. The default value assigned to a HashItem is 0 (empty).

Now implement a HashMap class whose basic definition is as follows (You can add any helping member variables and methods):

template <class v>

class HashMap

{

private:

HashItem<v>\* hashArray;

int capacity;

int currentElements;

virtual int getNextCandidateIndex(int key, int i)

public:

HashMap();

HashMap(int const capacity);

void insert(int const key, v const value);

bool deleteKey(k const key) const;

v\* get(k const key) const;

~HashMap();

};

1. HashMap(): constructor assigns a capacity of 10 to hashArray.
2. HashMap(int const capacity): an overloaded constructor that assigns the capacity of given capacity to hashArray. If capacity is less than 1 return error via assert(capacity>1)
3. void insert(int const key, v const value):
4. The insert method inserts the value at its appropriate location. Find the first candidate index of the key using:

*index= key* ***mod*** *capacity*

1. To resolve hash collision, it will use the function getNextCandidateIndex(key, i) to get the next candidate index. If the candidate index also has collision, then getNextCandidateIndex will be called again with an increment in i. getNextCandidateIndex will be continued to call until we find a valid index. Initially i will be 1.
2. If the loadFactor becomes 0.75, then it will call the doubleCapacity method to double the capacity of array and rehash the existing items into the new array.
3. void doubleCapacity(): A private method which doubles the capacity of hash array and rehashes the existing items. Use getNextCandidateIndex method to resolve collision.
4. virtual int getNextCandidateIndex(int key, int i): a private and virtual method that uses linear probing to return the next candidate index for storing the item containing key k. Linear probing means that it will simply add i to the hash value of key. This method does not check whether the candidate index has collision or not.
5. bool deleteKey(k const key) const: this method deletes the given key. It returns true if the key was found. If the key was not found it returns false. When the key is found, simply set the status of the hashitem containing the key to deleted (value of 1). It also uses status variable to search for the key intelligently.
6. V\* get(k const key) const: this method returns a pointer to the corresponding value of the key. If the key is not found, it returns nullptr. It also uses status variable to search for the key intelligently.
7. ~HashMap(): destructor

**Also implement the following.**

* Create a class **QHashMap** which inherits the HashMap class implemented above. Override the getNextCandidateIndex(int key, int i) method so that it performs quadratic probing, i.e., add the square of i to the hash value of key.
* Create a class **DHashMap** which inherits the HashMap class implemented above. Override the getNextCandidateIndex(int key, int i) method so that it performs double hashing and returns the candidate index. Double hashing will be performed as follows:

*first\_value= key* ***mod*** *capacity*

*second\_value= (PRIME - (key* ***mod*** *PRIME)) (*PRIME is any prime number.)

*candidate index= (first\_value + i\*second\_value)* ***mod*** *capacity*

* Create a global function populateHash which is passed a filename as parameter and a HashMap object by pointer void populateHash(string filename, HashMap<string> \*hash). The function reads <id, name> pairs and populates the hash with those pairs. The key is id.

Now run the following main program:

#include <iostream>

using namespace std;

#include <string>

int main()

{

HashMap<string> \*map;

map=new HashMap<string>;

populateHash("students.txt", map);

cout<<\*map->get(9);

map->deleteKey(9);

assert(map->get(9)==nullptr);

delete map;

map=new QHashMap<string>;

populateHash("students.txt", map);

cout<<\*map->get(98);

map->deleteKey(98);

assert(map->get(98)==nullptr);

delete map;

map=new DHashMap<string>;

populateHash("students.txt", map);

cout<<\*map->get(101);

map->deleteKey(101);

assert(map->get(101)==nullptr);

delete map;

return 0;

}